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Abstract. This paper presents an interoperability framework for enterprise ap-
plications and software systems. The framework provides a foundation for 
model-driven development of software systems supporting the business inter-
operability needs of an enterprise. This is achieved through a set of reference 
models that addresses interoperability issues for conceptual integration, techni-
cal integration and applicative integration of software systems. 

1   Introduction 

Enterprises today face many challenges related to lack of interoperability. Enterprise 
applications and software systems need to be interoperable in order to achieve seam-
less business across organisational boundaries and thus realise virtual networked 
organisations. IEEE [1] defines interoperability as “the ability of two or more systems 
or components to exchange information and to use the information that has been 
exchanged”. 

Model-driven development (MDD), and in particular OMG’s Model-Driven Ar-
chitecture® (MDA®1) [2], is emerging as the state of practice for developing modern 
enterprise applications and software systems. The MDD paradigm provides us with a 
better way of addressing and solving interoperability issues compared to earlier non-
modelling approaches. However, developing correct and useful models to address 
interoperability is not an easy task. We believe that there is a need for an interopera-
bility framework that provides guidance on how MDD should be applied to address 
interoperability. 

In this paper we present initial results from ATHENA [3] and INTEROP [4] in de-
fining an interoperability framework for model-driven development of enterprise 
applications and software systems. The framework provides a foundation, consisting 
of a set of reference models, for how to apply MDD in software engineering disci-
plines in order to support the business interoperability needs of an enterprise. 

                                                           
1 Model Driven Architecture® and MDA® are registered trademarks of the Object Manage-

ment Group 



The paper is structured as follows: In section 2 we provide some background in-
formation. In section 3, the main body of this paper, we present the interoperability 
framework and its reference models for integration. In section 4 we discuss the usage 
of the reference models in an example scenario focusing on inventory replenishment. 
In section 5 we describe some related work. Conclusions and future work are pre-
sented in section 6. 

2   Background 

We use the term model-driven development (MDD) to refer to model-driven systems 
development in a broad sense. The OMG MDA can be seen as a specific implementa-
tion of MDD with respect to software systems development. However, while the 
OMG MDA is heavily focused on software integration technologies, we see MDD as 
a new architectural approach for developing software systems based on requirements 
derived from enterprise and business models. Interoperability solutions should be 
driven by business needs first and software solutions second. 

Model-driven development in our view represents a business-driven approach to 
software systems development that starts with a computation independent model 
(CIM) describing the business context and business requirements. The CIM is refined 
to a platform independent model (PIM) which specifies services and interfaces that 
the software systems must provide to the business, independent of software technol-
ogy platforms. The PIM is further refined to a platform specific model (PSM) which 
describes the realisation of the software systems with respect to the chosen software 
technology platforms. In addition to the business-driven approach, a model-driven 
framework should also address how to integrate and modernise existing legacy sys-
tems according to new business needs. This approach is known as architecture-driven 
modernisation (ADM) in the OMG. 

In order to structure the various models developed and used within an enterprise 
we adopt the recommendations of IEEE 1471 [5] which provide a terminology for 
structuring descriptions of systems according to viewpoints. Viewpoints help to sepa-
rate the specification into views that address different areas of concern for different 
stakeholders. A view can be represented by a set of visual models expressed using a 
modelling language such as UML [6-8]. The interoperability framework described in 
this paper adopts the following terms from IEEE 1471 standard: 

− System: A collection of components organised to accomplish a specific function or 
set of functions. 

− Stakeholder: An individual, team, or organisation (or classes thereof) with interests 
in, or concerns relative to, a system. 

− Concern: Those interests which pertain to the system's development, its operation 
or any other aspects that are critical or otherwise important to one or more stake-
holders. (In this paper we will also use the term aspect as a synonym for concern.)  

− View: A representation of the whole system from the perspective of a related set of 
concerns. 



− Viewpoint: A specification of the conventions for constructing and using a view. A 
pattern or template from which to develop individual views by establishing the 
purposes and audience for a view and the techniques for its creation and analysis. 

− Model:  A representation of an entity in the real world. 

3   Interoperability Framework 

The interoperability framework presented in this paper is designed to fulfil these 
design rationales: 

− Identification of interoperability issues related to software models, using a holistic 
approach where software architectures and enterprise architectures can be related. 

− Identification of the relevant software architecture components, and explaining the 
relationships between these components. 

− Integration of model-driven software development processes. 
− Structuring of software technologies, frameworks and methodologies which can be 

found today. 

The interoperability framework itself is structured according to the three main inte-
gration areas defined in ATHENA [3]: 

1. Conceptual integration which focuses on concepts, meta-models, languages and 
model relationships. It provides us with a foundation for systemising various as-
pects of software model interoperability. 

2. Technical integration which focuses on the software development and execution 
environments. It provides us with development tools for developing software mod-
els and execution platforms for executing software models. 

3. Applicative integration which focuses on methodologies, standards and domain 
models. It provides us with guidelines, principles and patterns that can be used to 
solve software interoperability issues. 

For each of these three areas we developed a reference model to describe and support 
the application of model-driven development of software systems. 

3.1   Reference Model for Conceptual Integration 

The reference model for conceptual integration has been developed from a MDD 
point of view focusing on the enterprise applications and software system. A compu-
tation independent model (CIM) corresponds to a view defined by a computation 
independent viewpoint. It describes the business context and business requirements 
for the software system(s) under consideration. A platform independent model (PIM) 
corresponds to a view defined by a platform independent viewpoint. It describes 
software specifications independent of execution platforms such as WebService, 
J2EE, .net, agents and P2P technologies. A platform specific model (PSM) corre-
sponds to a view defined by a platform specific viewpoint. It describes the realisation 



of software systems in the chosen set of execution platforms. Figure 1 shows this 
relationship with respect to an enterprise system, where the CIM is embedded within 
the enterprise, the PIM is embedded within a computational system, and the PSM is 
embedded within an execution platform, which itself is embedded within the compu-
tational system. The figure also shows how the MDA and ADM could be perceived 
as a “top-down” and a “bottom-up” approach to software development and integra-
tion. 

The models at the various levels may be semantically annotated using ontologies 
which help to achieve mutual understanding on all levels. The use of reference ontol-
ogy will also aid us in doing model transformations and mappings between and across 
the three model levels. We also see the usage of interoperability patterns for horizon-
tal and vertical integration. 

Models are used to describe different concerns of a software system. We have 
identified four categories of system aspects where specific software interoperability 
issues can be addressed by conceptual integration. 

1. Service aspects: Services are an abstraction and an encapsulation of the function-
ality provided by an autonomous entity, e.g. a software component. Services are 
typically provided through well-defined interfaces or contracts that specify their 
usage and behaviour. 

2. Information aspects: Information aspects are related to the messages or structures 
exchanged, processed and stored by software systems or software components. 
Business concepts are represented in software as information messages or struc-
tures that are provided or required by services and processes. 

3. Process aspects: Processes describe sequencing of work in terms of actions, con-
trol flows, information flows, interactions, protocols, etc. They can be applied to 
business aspects (e.g. workflow management) as well as technical aspects (e.g. 
communication protocols). 

4. Non-functional aspects: Extra-functional qualities that can be applied to services, 
information and processes. 

These four aspects can be addressed at all three CIM, PIM and PSM levels. Specific 
concerns regarding them can be made explicitly visible through visual models defined 
by viewpoints used by different stakeholders within an enterprise. Other categories of 
aspects may be introduced, but we feel that the four identified here will provide a 
good baseline for discussing conceptual integration. 

All of the elements discussed above are integrated into figure 1 where we look at 
horizontal and vertical integration between two enterprise systems A and B. The same 
principles could of course be applied when addressing integration between multiple 
enterprise systems. 
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Fig. 1. Reference model for conceptual integration 

We will use this reference model to address model interoperability, where amongst 
other things meta-models and ontologies will be used to define model transformations 
and model mappings between the different views of an enterprise system. In literature 
[9, 10] different dimensions of system design are identified: 

− System abstraction: This dimension of system design reflects the abstraction in 
terms of implementation independency and is addressed by MDD. 

− Genericity: is an important design rational and has impact on the adaptability and 
reusability of the system components. 

− Viewpoint: System models represent a complex and strongly interrelated network 
of model entities. To address different issues and for complexity reduction differ-
ent viewpoint on the model are used. This viewpoint may also be regarded for in-
teroperability. 

− Composition: Systems are iteratively composed in a hierarchy from individual 
objects to the system in the enterprise context. On each of this aggregation layers 
the entities have to be interoperable 

− Time: The system itself is modified in status, configuration and design. 
− Model abstraction: Meta-models help to describe and analyse the used models  

These dimensions can be used to analyse software systems or help to structure the 
system modelling process and to catalyse design decisions. Each of these dimensions 
may support interoperability achievements or could represent a challenge of interop-
erability. Figure 2 graphically organises these integration dimensions around the four 
identified system aspects defined in the interoperability framework. 
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Fig. 2. Integration dimensions with respect to the four system aspects 

We need to be aware of these integration dimensions when analysing how to achieve 
model interoperability. When looking at two or more different models we need to ask 
ourselves questions such as: Do the models describe the same or different set of con-
cerns. Do the models describe a generic problem or specific problem? Who are the 
stakeholders, what is the intended use of the models, and how are the different mod-
els related through different viewpoints? How are the models composed, and what are 
the relationships to sub-models? Are we looking at a fairly static or a highly dynamic 
model of a certain aspect of the system? Are the models on the same abstraction level 
or different abstraction levels? These questions are important with respect to the 
model-driven development being applied. If we are not conscious of how the differ-
ent models relate to each other we will not be able achieve model interoperability. 

3.2   Reference Model for Technical Integration 

The reference model for technical integration has been developed from a service-
oriented point of view where a software system provides a set of services required by 
the businesses and users of the enterprise. Services implemented by software should 
provide functionality to support e.g. business transactions, business collaborations 
and business processes, and business tasks performed by users. 

The architecture of the enterprise applications and software systems can be de-
scribed according to a 4-tier reference architecture where each tier provides different 
software services required by the enterprise. The software system itself is coupled to 
a service bus that provides the necessary communication infrastructure required to 
deploy a distributed system. Infrastructure services such as composition, mediation, 



matchmaking and transformation that enables interoperability between software sys-
tems should be provided in such an environment. In addition we see that registries 
and repositories will play an important role in integrating software systems. We see 
the need for a model repository for managing models of various kinds, a service reg-
istry for managing naming, directory and location of services, an execution repository 
for managing information and state needed in the execution of software services and 
processes, and a data repository for managing results and traces of the executions. 

We use the service bus as an architectural pattern for handling technical integration 
of software systems. Figure 3 shows how a service bus comes into play when inte-
grating two (or more) enterprises systems. The service bus will make use of infra-
structure services, and registry and repository. 
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Fig. 3. Reference model for technical integration 

A software system can be structured according to a tiered architecture. We have de-
fined a reference architecture that separates the architecture of a software system into 
four logical tiers. The reference architecture consists of a local user-space called the 
user service domain, and a shared transactional business-space called the business 
service domain. The four tiers are as follows: 

1. User interface tier provides presentation and user dialog logic. Sometimes, it is 
useful to make the presentation and user dialog separation explicitly, in particular 
to support reuse of user dialog on multiple platforms with different graphical ca-
pabilities, e.g. Web, PDA and Mobile phones. 

2. User service tier provides the user’s model, which may include user session logic 
and user-side representations of processes and information. It is an abstraction for 



a set of business services, making the business service provision (and the commu-
nication mechanisms) transparent to the user interface tier. 

3. Business service tier provides components that represent business functionality 
and pervasive functionality (vertical vs. horizontal services). This tier provides en-
terprise-level services, and is responsible for protecting the integrity of enterprise 
resources at the business logic level. Components in this tier can be process-
oriented, entity-oriented or workflow-oriented. For performance reasons, entity-
oriented components are typically not exposed outside of this tier. 

4. Resource services tier provides global persistence services, typically in the form 
of databases. Resource adapters (e.g. JDBC or ODBC drivers) provide access, 
search and update services to databases and its data stored in a database manage-
ment system (DBMS) like Oracle or Sybase. 

In addition to these four tiers we need a service communication bus so that services 
deployed at the various tiers can interoperate both within a tier and across tiers. 
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Fig. 4. 4-tier reference architecture for software system architectures 

3.3   Reference Model for Applicative Integration 

The reference model for applicative integration has been developed based on work 
related to enterprise architecture frameworks and software architecture frameworks 
[11]. Here we look at how enterprise models and software models prescribed by en-
terprise modelling and software modelling approaches can be integrated into the over-
all framework. Enterprise and software models can be related in a holistic view, re-
gardless of modelling language formalisms, by the use of meta-models. This is impor-



tant in order to understand the dependencies between the different models and views 
of a system, and will help us in achieving interoperability. 

The MDD methodology for software system development needs to follow a struc-
tured approach where interoperability requirements from business operations in a 
networked enterprise drive the development of software solutions. This means that 
MDD methodology for software systems needs to be related to enterprise architec-
tures. A specific part of the methodology needs to address how the MDD concepts 
and the technical software components are reflected in a model world of the enter-
prise. Figure 5 shows how the model world, reflecting the applicative integration, is 
related to the reference model for conceptual integration and the reference model for 
technical integration. Enterprise and software models can be built to understand and 
analyse the physical world of an enterprise. 

An enterprise model describes a set of enterprise aspects, which amongst other 
things includes descriptions of the business operations that we refer to as business 
models. These business models provide a context for the software solutions that needs 
to be developed and integrated, and thus needs to be reflected in the software model.  

Software models describe how software systems are used to support the businesses 
of an enterprise. The software models further refines the business models in terms of 
software specification and software realisation models. The business model, the 
specification model and the realisation model for a software system should include 
descriptions of the four system aspects identified in the reference model for concep-
tual integration. The software models can be classified as CIM, PIM or PSM models 
according to a MDD abstraction. 
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Fig. 5. Reference Model for Applicative Integration 

The model world corresponds to the set of models prescribed by a MDD methodol-
ogy. In our interoperability framework we have identified a set of models that we see 



useful in achieving interoperability. However, we also acknowledge the fact that this 
is just a baseline. Different enterprises must be able to develop their own software 
views that they see purposeful in each business operation. It is important that the 
applicative integration supports the development of a set of shared views amongst 
different stakeholders and provides means for managing the dependencies between 
these views. In order to satisfy these criteria we believe a viewpoint-based integration 
approach must be chosen. This allows incorporating viewpoints, which are implicitly 
or explicitly defined by other enterprise or software modelling approaches into an 
applicative framework. The number of viewpoints to be used depends on the nature 
of the system and its stakeholders. 

In ATHENA [3] we will develop interoperability profiles that provide specific 
guidelines for how to apply model-driven development of software systems in four 
different business domains; Supply chain management where stable supply chains 
and dynamic supply networks will be considered. Collaborative product development 
in which cross-functional and cross-organisational teams collaborate in product de-
velopment. e-Procurement focusing on electronic purchasing and selling of goods 
and services. Portfolio management focusing on project classifications, selection, 
prioritisation, and resource allocation. In each of these business domains we find 
domain-specific dictionaries, thesauri, nomenclatures and coding that will have im-
pact on the development and usage of domain-specific reference ontologies. Further-
more, industry standards, and legislations and regulations given by the national legis-
lative assemblies must also be taken into consideration. Each of these domains may 
prioritise specific software concerns and aspects differently and require their own 
custom-tailored views or models.  

We have identified three basic viewpoints that can be used as a starting point for 
viewpoint-based integration of software systems; Context viewpoint focusing on the 
business context of the software system, system viewpoint focusing on the specifica-
tion of the main components of the software system, and realisation viewpoint focus-
ing on the implementation of the software system. Figure 6 illustrates the viewpoint 
metaphor exemplified using the three basic viewpoints. A business analyst is con-
cerned with aspects related to the business context of the software system within the 
networked enterprise. The business view includes e.g. business process models. A 
system architect is concerned with aspects related to the specification of the software 
system. The specification view includes e.g. service and interface models. A software 
developer is concerned with aspects related to the realisation of the software system. 
The realisation view includes e.g. interaction and data models 
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Fig. 6. Illustration of the three basic viewpoints and their corresponding views 

4   Example – Inventory Min/Max replenishment scenario 

As a part of the work of defining the framework presented in this paper a student 
project was performed over a couple of months. The task for the students was to take 
an example integration scenario and create a set of models that were sufficient to be 
used for further transformations into new models and code. The goal was to be able to 
generate a running business process performing the integration scenario. The target 
platform for execution was BPEL running on IBMs BPWS4J2 server. In addition to 
creating models and code the students were to come up with observations of short-
comings in the different tools, methods and modelling languages. The experiences 
from this exercise were brought into the process of defining the framework presented 
in this paper. 

The scenario that was chosen was “Inventory Min/Max replenishment” as defined 
by the Automotive Industry Action Group (AIAG) [12], related to supply chain man-
agement. The idea behind this process is to let the supplier see the inventory level of 
the customer with minimum and maximum levels of inventory for a specific inven-
tory item. Based on this information the supplier can perform inventory replenish-

                                                           
2 BPWS4J, http://www.alphaworks.ibm.com/tech/bpws4j 



ment so that the actual inventory level for an item is “automatically” kept between the 
minimum and maximum levels defined. The document defines the process and the 
information passed using the UN/CEFACT Unified Modeling Methodology [13]. 

At a high level one can say that there were three main models. Initially the parti-
tion into these three main model types was taken from [14], but indicated below, 
these are easily mapable to the aspects defined in this paper;  

1. Activities, a model that defined the Min/Max process including actors, activities 
and information flow. This model describes the process aspects as defined in the 
interoperability framework. 

2. Interactions, a model that defined the different computational services that would 
be part of the automated process and how they interact using defined interfaces.  
This model describes the service aspects as defined in the interoperability frame-
work. 

3. Information, a model that defined the information that was passed between the 
different activities and services in the process. This model describes the informa-
tion aspects as defined in the interoperability framework. 

No models describing the non-functional aspects were created in this exercise. All of 
the models created can be viewed as platform independent models. 

One of the ideas behind the framework is that different languages or notations can 
be used to define the needed models. In order to discuss pros and cons of different 
methods and notations it was chosen to create 2 sets of models, one using the Busi-
ness Process Modelling Notation (BPMN) [15] and one using the Business Process 
Definition Metamodel (BPDM) [16]. These would be used to generate the needed 
BPEL and WSDL descriptions using the UMT3 tool for code generation. 

BPMN models for the scenario were created using the Metis4 tool from Computas.  
BPDM has defined a UML 2.0 profile for definition of BPDM models. In this exer-
cise the Enterprise Architect5 tool from Sparx Systems was chosen since just about 
was the only tool that had support for UML 2.0 at the point in time that this exercise 
was carried out. Due to limitations in the chosen tools it was hard to export the model 
information to a format that could be used by the UMT tool. It would be possible to 
implement, but this would mean spending resources on something that would not 
really add value to the exercise. To get around this problem it was chosen to create a 
UML 1.4 model based on the BPDM and the BPMN model using the ACE-GIS UML 
profile [17, 18]. From this model information UMT was able to generate BPEL and 
WSDL information that had to be manually crafted to be executed by the execution 
engine. The resulting web services (as executed by the execution engine) are business 
services as defined in the business service tier of 4-tier reference architecture de-
scribed in section 3.2. 

The approach of modelling process, service and information aspects, as defined in 
the framework, does provide enough domain information in order to create platform 
specific models. 

                                                           
3 UML Model Transformation Tool, http://umt-qvt.sourceforge.net/ 
4 Metis, http://www.computas.com/metis 
5 Enterprise Architect, http://www.sparxsystems.com.au/ea.htm 



5   Related Work 

The IDEAS Interoperability Framework, developed in the IDEAS project [19], pro-
vides four different areas for structuring interoperability issues of enterprise applica-
tions; Business layer focusing on business environment and business processes.  
Knowledge layer focusing on organisational roles, skills and competencies of em-
ployees, and knowledge assets. ICT systems layer focusing on applications, data and 
communication components. Semantic dimension, cutting across the three identified 
layers, focusing on supporting mutual understanding on all layers. 

The ECMA/NIST (European Computer Manufacturers Association/National Insti-
tute of Standards and Technology) has developed a reference model for distributed 
system integration [20]. The ECMA/NIST approach separates integration into four 
different categories; Data Integration addressing the degree to which tools are able to 
share common data and information. Control Integration addressing the degree to 
which tools are able to interact directly with each other, by requesting and providing 
services. Process Integration addressing the degree to which the user’s working proc-
ess and use of tools can be guided by a model of the work process and the methodol-
ogy to be followed. Presentation Integration addressing the degree to which a user-
interface program might provide access to the functionality needed by the user 
through a common look and feel. 

E-Commerce Integration Meta-Framework (ECIMF) defines recommended inter-
operability methodology, and the technical specification and base tools needed to 
prepare specific comparisons of concrete frameworks [21]. The proposed ECIMF 
methodology for analysis and modelling of the transformations between e-commerce 
frameworks follows a layered approach. In order to analyse the problem domain one 
has to split it into layers of abstraction, applying top-down technique to classify the 
entities and their mutual relationships. 

The Reference Model for Open Distributed Processing (RM-ODP)  [22-25] is an 
ISO standard focusing on open distributed processing systems. RM-ODP divides the 
specification of ODP systems into five different, but related, viewpoints. The view-
points in RM-ODP are: enterprise viewpoint (focuses on purpose, scope and poli-
cies), information viewpoint (focuses on information processing and relationships 
between information objects), computational viewpoint (focuses on functional speci-
fication and decomposition), engineering viewpoint (focuses on how to solve distri-
bution issues), and technology viewpoint (focuses on specific technology and solu-
tions). 

The interoperability framework presented in this paper addresses much of the same 
interoperability elements identified in the above framework and approaches, but re-
lates them more closely to software models in a model-driven development environ-
ment. 



6   Conclusions and future work 

We will conclude this paper by addressing each of the objectives or design rationales 
for the development of the interoperability framework. 

− The reference model for applicative integration clearly indicates that software 
solutions cannot be developed in isolation if the goal is to achieve interoperability 
between business units within and across virtual networked enterprises. The soft-
ware development process and models must be related to the enterprise and busi-
ness needs of an enterprise. We believe that a viewpoint-based integration ap-
proach provide a good foundation for relating different models and views in a ho-
listic approach where software architectures and enterprise architectures can be re-
lated. 

− The reference model for technical integration provides a 4-tier reference architec-
ture for describing software systems as a set of services addressing business and 
user needs. These software services are connected using a service bus that provides 
infrastructure, registry and repository services for integrating software. 

− The reference model for conceptual integration provides a basic understanding of 
MDD concepts that can be integrated into model-driven software development 
processes. 

− Finally, we believe that the reference models provided can be used to structure 
software technologies, frameworks and methodologies which can be found today. 

The reference models described will be used in the development of more structured 
methodologies focusing on different business domains as well as the development of 
infrastructure, registry and repository services to enable interoperability between 
software systems. In particular we will look into the specification of a set of UML 2.0 
profiles for the four system aspects identified in the reference model for conceptual 
integration. 

This work is carried out in the context of ATHENA [3] and INTEROP [4]. 
ATHENA is an Integrated Project supported by the European Commission and 
INTEROP is a Network of Excellence supported by the European Commission. The 
main research challenge of both projects is to address interoperability for enterprise 
applications and software. 
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